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Introduction

Wildlife strikes against vehicles are an inevitability, and aircrafts are no exception. Though most strikes do not do serious harm to the aircraft, they do have the potential to cause serious damage, and even cause injury or death to the pilots and passengers on board. Being able to determine what the biggest risk factors are in wildlife strikes is highly important to preventing the most damaging strikes. The purpose of this project is to develop models to predict which strikes are likely to result in damage, injury, or death. The models utilized include decision tree, naïve Bayes, random forest (rf), support vector machines (svm), and k-means clustering algorithms. This project aims to experiment with various models and determine which one most accurately predicts which wildlife strikes results in damage to the aircraft and which results in injuries or fatalities. This project utilizes data downloaded from the Kaggle website at <https://www.kaggle.com/faa/wildlife-strikes>. The data itself was compiled from various reports that were received and published by the Federal Aviation Association.

Data Description and Preparation

The dataset contains 174,104 observations of 66 variables. The variables include an id number for each observation, the date the incident took place, the operator, what species was struck, the make and model of the aircraft and its engines, the altitude of the strike, what part of the aircraft was struck and what (if any) damage took place. Most of the data are factors, with a few numeric attributes (such as injuries, fatalities, and altitude).

Most of the wildlife strikes that were reported did not result in any damage to the aircraft (fig. 1), and most strikes were done on birds (fig. 2). Some caution is in order with regards to interpreting the accuracy of the models built, since a model that guesses that all strikes will not result in damage will result in over 90% accuracy. To properly interpret these models, it’s important to look at how well they predict damaging strikes. This point makes building a model predicting strikes resulting in injury more difficult, as only 260 of the observations resulted in injury or death.

Most of the data had to be transformed into factors, particularly the data on what part of the aircraft the strikes took place, and any damage that resulted from the strike. This data was presented as a binary “1” or “0”, but was read by R Studio as numeric. The make and model data of the engines were also presented as numeric and had to be factorized as well.
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Fig. 1: Frequency of strikes resulting in either no damage (0) or some damage (1).
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Fig. 2: The most common species recorded being struck. Mourning Dove (*Zenaida macroura*) was the most common known species.

The ID fields for the observations were removed, so the algorithms would not simply memorize the observation IDs. The species and airport IDs were also removed, since these were redundant to the species name and airport fields, respectively. Any attributes that were likely the result of damage to the aircraft, such as injuries or deaths, were also discarded from the analysis, since these attributes would likely bias the algorithms. Finally, all the damage data to specific parts of the aircrafts were removed, since these data were redundant to the analyses.

A random sample of 25% of the observations was used in the building of the model to save on computer processing power. Of this sample, 60% were used for training the models, while 40% were used for testing them. This resulted in 26,115 observations for training and 17,411 observations for testing.

*Decision Tree and naïve Bayes*

The decision tree was produced using all the default settings, while ignoring all missing values (removing all of the missing values from the dataset would have resulted in the dataset being too small). The resulting decision tree contained 43 nodes with 13 terminal nodes. The most important variables for this model were the species name, followed by the airport, whether the animal was ingested into the engine, and the operator (table 1).

|  |  |
| --- | --- |
| Variable | Importance (%) |
| Species Name | 28 |
| Airport | 26 |
| Aircraft | 14 |
| Engine Ingested | 13 |
| Operator | 8 |
| Lights Strike | 3 |
| Aircraft Make | 2 |
| Engine2 Strike | 1 |
| Aircraft Model | 1 |
| Flight Phase | 1 |
| State | 1 |
| Engine1 Strike | 1 |

When this model was applied to the test data, it achieved 92.27% accuracy. However, it struggled to predict whether a strike would result in damage. Only 33.33% of damaging strikes were predicted as being damaging in the model (table 2).

Table 2: Confusion matrix for the decision tree model as applied to the testing data.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Observed | |
|  |  | No Damage | Damage |
| Predicted | No Damage | 15590 | 952 |
| Damage | 393 | 476 |

Table 1: Variable importance for decision tree in predicting damaging strikes.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Observed | |
|  |  | No Damage | Damage |
| Predicted | No Damage | 14484 | 708 |
| Damage | 1499 | 720 |

The naïve Bayes model, like the decision tree, was built using all of the default settings. Though the naïve Bayes model had lower accuracy than the decision tree model (87.32%), it did a better job a predicting which aircraft strikes would result in damage to the aircraft. It correctly predicted 50.42% of damaging strikes. This, however, did result in more non-damaging strikes being mistakenly categorized as damaging (Table 3).

Table 3: Confusion matrix for the naïve Bayes algorithm being tested against the test data.

*SVM and rf*

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Observed | |
|  |  | No Damage | Damage |
| Predicted | No Damage | 15860 | 1299 |
| Damage | 123 | 129 |

Due to the fact that neither of these algorithms can be used on data with a lot of null values, and removing the null values would result in too few entries, these algorithms had to be used on a subset of the attributes which only included which part of the aircraft was struck. The models that resulted from these algorithms achieved high accuracies when applying them to the test data (91.83% and 91.86%, respectively). However, both of these algorithms also performed the worse when predicting the damaging strikes (9.03% and 10.64%, respectively) (Tables 4 and 5).

Table 4: Confusion matrix for the SVM algorithm when applied to the testing data.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Observed | |
|  |  | No Damage | Damage |
| Predicted | No Damage | 15842 | 1276 |
| Damage | 141 | 152 |

Table 5: Confusion matrix for the rf algorithm when applied to the testing data.

*k-means*

Various k-means algorithms were attempted with varying numbers of clusters. This was an attempt to use the clusters to identify strikes that would result in damages based on which cluster they fell into. However, for all the number of clusters attempted, none had any cluster that exclusively had damaging or non-damaging strikes (fig. 3).
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Fig. 3: k-means clusters for the highest number of centroids attempted (8). Though some clusters have more non-damaging strikes than damaging ones (e.g. 1), this might be an artifact of the few observations of damaging strikes in the dataset.

Predicting Injuries and Fatalities

Since there were even fewer strikes that resulted in injury or death (only 240 observations; hereafter referred to as harm), any algorithms attempted to predict injuries or fatalities would have a hard time detecting them. To compensate for this, the data was separated into those observations that resulted in harm and those that did not. Of those that did not result in harm, 2,160 observations were randomly selected and combined with those that did. The result was 2,400 observations that were used for constructing the models, 10% of which resulted in harm. A new attribute was then created which indicated whether a strike resulted in harm or not; producing a 1 if there was at least 1 injury or death, and 0 if there was not. The injury and fatality fields were then removed. This data was then split into training data (60%) and testing data (40%), and naïve Bayes and decision tree were applied to the data.

*Decision tree and naïve Bayes*

Both decision tree and naïve Bayes models were constructed utilizing the training data and evaluated using the testing data. The models were constructed to predict which strikes would result in any sort of harm utilizing all of the other attributes (including damages). The resulting decision tree model had the type of aircraft as the most important variable, followed by the airport and then the species name (table 6). When the decision tree model was applied to the testing data, some of the decisions resulted in a 50% split between a strike resulting in harm and no harm. These were interpreted to result in harm, since the potential price of mistakenly predicting a strike would result in no harm is much greater than mistakenly predicting that a strike would result in harm. This model resulted in 90.94% accuracy, with it being able to correctly predict 60.22% of strikes resulting in harm (table 7). When the naïve Bayes model was applied to the testing data, the model achieved 93.65% accuracy, and it correctly predicted 88.17% of strikes that resulted in harm (table 8).

|  |  |
| --- | --- |
| Variable | Importance (%) |
| Aircraft | 40 |
| Airport | 25 |
| Species Name | 16 |
| Operator | 15 |
| Aircraft Make | 2 |
| Aircraft Model | 2 |
| Flight Phase | 1 |

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Observed | |
|  |  | No Harm | Harm |
| Predicted | No Harm | 817 | 37 |
| Harm | 50 | 56 |

Table 7: Confusion matrix for applying the decision tree model to predicting harm on the testing data.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Observed | |
|  |  | No Harm | Harm |
| Predicted | No Harm | 817 | 11 |
| Harm | 50 | 82 |

Table 6: Variable importance for the decision tree model in predicting harm.

Table 8: Confusion matrix for applying the naïve Bayes model to predicting harm on the testing data.

Conclusions

For predicting which strikes resulted in damages to the aircraft, the naïve Bayes model performed the best out of all models attempted. Although the decision tree model did have overall higher accuracy (92.27% vs. 87.32%), it did not perform as well at predicting strikes that resulted in damages. Since mistakenly believing that a strike would not result in damage when it in fact would has a potentially high cost, the naïve Bayes model would be preferred. The naïve Bayes model also performed the best at predicting strikes that resulted in harm, achieving both high accuracy and predicting which strikes resulted in harm (93.65% and 88.17%, respectively). The results of these experiments suggest that the naïve Bayes model is best suited for predicting the most dangerous wildlife strikes.

Appendix: code

# Needed packages

library("ggplot2")  
library(rpart)  
library(rpart.plot)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(factoextra)

## Welcome! Want to learn more? See two factoextra-related books at https://goo.gl/ve3WBa

library(rattle)

## Loading required package: tibble

## Loading required package: bitops

## Rattle: A free graphical interface for data science with R.  
## Version 5.4.0 Copyright (c) 2006-2020 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(caret)

## Loading required package: lattice

library(caretEnsemble)

##   
## Attaching package: 'caretEnsemble'

## The following object is masked from 'package:ggplot2':  
##   
## autoplot

library(e1071)  
library(cluster)

Fist, lets load and inspect the data

setwd("C:/Users/17405/Downloads")  
StrikesFull <- read.csv("database.csv", na.strings = c("", "NA"))  
View(StrikesFull)  
dim(StrikesFull)

## [1] 174104 66

Data Munging The strikes and damage data are listed as numeric when they are binary, so they need to be changed to factors.

StrikesFull$Aircraft.Damage <- as.factor(StrikesFull$Aircraft.Damage)  
StrikesFull$Radome.Strike <- as.factor(StrikesFull$Radome.Strike)  
StrikesFull$Radome.Damage <- as.factor(StrikesFull$Radome.Damage)  
StrikesFull$Windshield.Strike <- as.factor(StrikesFull$Windshield.Strike)  
StrikesFull$Windshield.Damage <- as.factor(StrikesFull$Windshield.Damage)  
StrikesFull$Nose.Strike <- as.factor(StrikesFull$Nose.Strike)  
StrikesFull$Nose.Damage <- as.factor(StrikesFull$Nose.Damage)  
StrikesFull$Engine1.Strike <- as.factor(StrikesFull$Engine1.Strike)  
StrikesFull$Engine1.Damage <- as.factor(StrikesFull$Engine1.Damage)  
StrikesFull$Engine2.Strike <- as.factor(StrikesFull$Engine2.Strike)  
StrikesFull$Engine2.Damage <- as.factor(StrikesFull$Engine2.Damage)  
StrikesFull$Engine3.Strike <- as.factor(StrikesFull$Engine3.Strike)  
StrikesFull$Engine3.Damage <- as.factor(StrikesFull$Engine3.Damage)  
StrikesFull$Engine4.Strike <- as.factor(StrikesFull$Engine4.Strike)  
StrikesFull$Engine4.Damage <- as.factor(StrikesFull$Engine4.Damage)  
StrikesFull$Engine.Ingested <- as.factor(StrikesFull$Engine.Ingested)  
StrikesFull$Propeller.Strike <- as.factor(StrikesFull$Propeller.Strike)  
StrikesFull$Propeller.Damage <- as.factor(StrikesFull$Propeller.Damage)  
StrikesFull$Wing.or.Rotor.Strike <- as.factor(StrikesFull$Wing.or.Rotor.Strike)  
StrikesFull$Wing.or.Rotor.Damage <- as.factor(StrikesFull$Wing.or.Rotor.Damage)  
StrikesFull$Fuselage.Strike <- as.factor(StrikesFull$Fuselage.Strike)  
StrikesFull$Fuselage.Damage <- as.factor(StrikesFull$Fuselage.Damage)  
StrikesFull$Landing.Gear.Strike <- as.factor(StrikesFull$Landing.Gear.Strike)  
StrikesFull$Landing.Gear.Damage <- as.factor(StrikesFull$Landing.Gear.Damage)  
StrikesFull$Tail.Strike <- as.factor(StrikesFull$Tail.Strike)  
StrikesFull$Tail.Damage <- as.factor(StrikesFull$Tail.Damage)  
StrikesFull$Lights.Strike <- as.factor(StrikesFull$Lights.Strike)  
StrikesFull$Lights.Damage <- as.factor(StrikesFull$Lights.Damage)  
StrikesFull$Other.Strike <- as.factor(StrikesFull$Other.Strike)  
StrikesFull$Other.Damage <- as.factor(StrikesFull$Other.Damage)

Converting other attributes as needed.

StrikesFull$Engine.Make <- as.factor(StrikesFull$Engine.Make)  
StrikesFull$Engine2.Position <- as.factor(StrikesFull$Engine2.Position)  
StrikesFull$Engine4.Position <- as.factor(StrikesFull$Engine4.Position)  
StrikesFull$Species.Quantity <- as.numeric(StrikesFull$Species.Quantity)

## Warning: NAs introduced by coercion

Removing the ID field

StrikesFull <- StrikesFull[,-1]

Factorising other fields (if needed)

ColNum <- 1:ncol(StrikesFull)  
for (x in ColNum){  
 if (typeof(StrikesFull[,x]) == "character"){  
 StrikesFull[,x] <- as.factor(StrikesFull[,x])  
 }  
   
}

# There are over 174,000 observations in this dataset. We need to reduce that number, or R will run out of memory for future analyses  
percent <- .25  
set.seed(20)  
StrikesSplit <- sample(nrow(StrikesFull),nrow(StrikesFull)\*percent)  
Strikes <- StrikesFull[StrikesSplit,]  
dim(Strikes)

## [1] 43526 65

row.names(Strikes) <- NULL

Basic data exploration

# Histogram of aircraft damage.  
ggplot(StrikesFull, aes(x = Aircraft.Damage)) + geom\_bar() + ggtitle("Damaging Strikes")
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# Most of the wildlife strikes did not result in any damages.  
noDamage <- length(which(StrikesFull$Aircraft.Damage == "0"))  
Damage <- length(which(StrikesFull$Aircraft.Damage == "1"))  
(DamagePercent <- Damage/nrow(StrikesFull))

## [1] 0.08597735

(NoDamagePercent <- noDamage/nrow(StrikesFull))

## [1] 0.9140227

Only about 8.6% of wildlife strikes resuts in damages to the aircraft.

Exploring what wildlife tends to strike the aircraft.

ggplot(StrikesFull, aes(x = Species.Name)) + geom\_bar() + ggtitle("Wildlife strikes")

![Histogram
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NumStrikes <- c()  
Species <- levels(StrikesFull$Species.Name)  
for (x in Species){  
 if (length(which(StrikesFull$Species.Name == x)) >= 1000) {  
 if (length(NumStrikes) == 0){  
 NumStrikes <- c(length(which(StrikesFull$Species.Name == x)))  
 SpStrikes <- c(x)  
 }else {  
 NumStrikes <- c(NumStrikes, length(which(StrikesFull$Species.Name == x)))  
 SpStrikes <- c(SpStrikes, x)  
 }  
 }  
}  
  
SpCommonStrikes <- data.frame(SpStrikes, NumStrikes)  
  
ggplot(SpCommonStrikes, aes(x = SpStrikes, y = NumStrikes)) + geom\_col() + ggtitle("Common Wildlife strikes") +  
 theme(axis.text.x = element\_text(angle = 90))

![Chart
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What altitude do strikes typically occur?

summary(StrikesFull$Height)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 0 0 50 831 800 31300 70427

ggplot(StrikesFull, aes(x = Height)) + geom\_histogram(bins = 7, color = "black", fill = "white") + ggtitle("Height histogram")

## Warning: Removed 70427 rows containing non-finite values (stat\_bin).
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Exploring what the injuries and fatalities were like.

summary(StrikesFull$Fatalities)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 0.00 0.00 0.00 0.05 0.00 8.00 173539

summary(StrikesFull$Injuries)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 1.00 1.00 1.00 1.75 1.00 100.00 173875

# The vast majority of strikes don't have any data on injuries or fatalities   
# (hopefully because there were none).  
# What were the records with the max number of injuries and/or fatalities.  
StrikesFull[which.max(StrikesFull$Injuries), ]

## Incident.Year Incident.Month Incident.Day Operator.ID Operator Aircraft  
## 97019 2009 1 15 AWE US AIRWAYS A-320  
## Aircraft.Type Aircraft.Make Aircraft.Model Aircraft.Mass Engine.Make  
## 97019 A 04A 3 4 10  
## Engine.Model Engines Engine.Type Engine1.Position Engine2.Position  
## 97019 1 2 D 1 1  
## Engine3.Position Engine4.Position Airport.ID Airport State  
## 97019 <NA> <NA> KLGA LA GUARDIA ARPT NY  
## FAA.Region Warning.Issued Flight.Phase Visibility Precipitation Height  
## 97019 AEA <NA> CLIMB DAY NONE 2818  
## Speed Distance Species.ID Species.Name Species.Quantity Flight.Impact  
## 97019 220 4.5 J2204 CANADA GOOSE NA OTHER  
## Fatalities Injuries Aircraft.Damage Radome.Strike Radome.Damage  
## 97019 NA 100 1 0 0  
## Windshield.Strike Windshield.Damage Nose.Strike Nose.Damage  
## 97019 0 0 0 0  
## Engine1.Strike Engine1.Damage Engine2.Strike Engine2.Damage  
## 97019 1 1 1 1  
## Engine3.Strike Engine3.Damage Engine4.Strike Engine4.Damage  
## 97019 0 0 0 0  
## Engine.Ingested Propeller.Strike Propeller.Damage Wing.or.Rotor.Strike  
## 97019 1 0 0 1  
## Wing.or.Rotor.Damage Fuselage.Strike Fuselage.Damage Landing.Gear.Strike  
## 97019 0 1 0 0  
## Landing.Gear.Damage Tail.Strike Tail.Damage Lights.Strike Lights.Damage  
## 97019 0 0 0 0 0  
## Other.Strike Other.Damage  
## 97019 0 0

StrikesFull[which.max(StrikesFull$Fatalities), ]

## Incident.Year Incident.Month Incident.Day Operator.ID Operator  
## 96936 2009 1 4 PHM PHI INC  
## Aircraft Aircraft.Type Aircraft.Make Aircraft.Model Aircraft.Mass  
## 96936 SIKORSKY S-76 B 813 14 2  
## Engine.Make Engine.Model Engines Engine.Type Engine1.Position  
## 96936 43 1 2 F 6  
## Engine2.Position Engine3.Position Engine4.Position Airport.ID Airport  
## 96936 <NA> <NA> <NA> ZZZZ UNKNOWN  
## State FAA.Region Warning.Issued Flight.Phase Visibility Precipitation  
## 96936 <NA> <NA> <NA> EN ROUTE DAY <NA>  
## Height Speed Distance Species.ID Species.Name Species.Quantity  
## 96936 700 135 NA K3302 RED-TAILED HAWK 1  
## Flight.Impact Fatalities Injuries Aircraft.Damage Radome.Strike  
## 96936 <NA> 8 1 1 0  
## Radome.Damage Windshield.Strike Windshield.Damage Nose.Strike Nose.Damage  
## 96936 0 1 1 0 0  
## Engine1.Strike Engine1.Damage Engine2.Strike Engine2.Damage  
## 96936 1 0 0 0  
## Engine3.Strike Engine3.Damage Engine4.Strike Engine4.Damage  
## 96936 0 0 0 0  
## Engine.Ingested Propeller.Strike Propeller.Damage Wing.or.Rotor.Strike  
## 96936 0 0 0 0  
## Wing.or.Rotor.Damage Fuselage.Strike Fuselage.Damage Landing.Gear.Strike  
## 96936 0 0 0 0  
## Landing.Gear.Damage Tail.Strike Tail.Damage Lights.Strike Lights.Damage  
## 96936 0 0 0 0 0  
## Other.Strike Other.Damage  
## 96936 0 0

# Plot of injuries  
ggplot(StrikesFull, aes(x = Injuries)) + geom\_histogram(bins = 7, color = "black", fill = "white") + ggtitle("Injuries histogram")

## Warning: Removed 173875 rows containing non-finite values (stat\_bin).
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Description automatically generated](data:image/png;base64,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) ## Question 1: What conditions of a strike is more likely to result in damage?

The first thing that needs to be done is to try and construct a model that accurately predicts what conditions of a strike are more likely to result in serious damage. We will need to be careful in constructing our algorithm, since the majority of strikes did not result in any damage, and just predicting “0” every time will give us over 90% accuracy. But first, we should separate the specific damage data from the dataset, since it’s redundant.

# Creating a backup  
Backup <- Strikes  
  
Strikes <- Strikes[,c(1:50, 52:65, 51)] # Reordering the columns so that Engine.Ingested is the last column (ensures strike columns are odd while damage columns are even)  
StrikeCond <- Strikes[,1:36]  
StrikeDamage <- data.frame(c(1:which.max(row.names(Strikes))))  
I <- c(37:65) # Columns that need to be checked.  
Damage <- c()  
Condition <- c()  
Init <- colnames(StrikeCond)  
# The damage columns need to be removed, while keeping the strike columns. Thankfully, the former column numbers are even, while the latter are odd.  
for (x in I){  
 if (x %% 2 == 0){  
 StrikeDamage <- data.frame(StrikeDamage, Strikes[,x])  
 Damage <- c(Damage, colnames(Strikes[x]))  
 }else{  
 StrikeCond <- data.frame(StrikeCond, Strikes[,x])  
 Condition <- c(Condition, colnames(Strikes[x]))  
 }  
}  
StrikeDamage <- StrikeDamage[,-1]  
colnames(StrikeDamage) <- Damage  
colnames(StrikeCond) <- c(Init, Condition)

One final look at the structure of the data before we make any changes.

str(StrikeCond)

## 'data.frame': 43526 obs. of 51 variables:  
## $ Incident.Year : int 2010 2015 2012 2005 2008 2002 2014 1992 2011 2005 ...  
## $ Incident.Month : int 11 4 5 8 3 9 10 10 5 5 ...  
## $ Incident.Day : int 8 12 19 30 28 5 1 23 22 18 ...  
## $ Operator.ID : Factor w/ 539 levels "1AAH","1ASQ",..: 210 484 498 184 184 149 356 295 445 493 ...  
## $ Operator : Factor w/ 533 levels "1US AIRWAYS",..: 245 165 499 224 224 182 374 334 448 494 ...  
## $ Aircraft : Factor w/ 656 levels "A-10","A-10A",..: 282 317 22 3 3 78 22 451 69 637 ...  
## $ Aircraft.Type : Factor w/ 3 levels "A","B","J": 1 1 2 1 1 1 2 1 1 NA ...  
## $ Aircraft.Make : Factor w/ 95 levels "04a","04A","100",..: 16 27 28 2 2 11 28 11 11 NA ...  
## $ Aircraft.Model : Factor w/ 63 levels "0","1","10","11",..: 9 3 8 2 2 20 8 NA 38 NA ...  
## $ Aircraft.Mass : int 4 3 2 4 4 4 2 NA 4 NA ...  
## $ Engine.Make : Factor w/ 34 levels "1","2","3","7",..: 15 21 29 24 24 24 29 NA 6 NA ...  
## $ Engine.Model : Factor w/ 64 levels "??","0","1","1-",..: 28 5 3 NA 33 29 3 NA 3 NA ...  
## $ Engines : int 2 2 1 2 2 2 1 NA 2 NA ...  
## $ Engine.Type : Factor w/ 9 levels "A","A/C","B",..: 7 6 8 7 7 7 8 NA 7 NA ...  
## $ Engine1.Position : Factor w/ 8 levels "1","2","3","4",..: 5 4 NA 1 1 1 NA NA 1 NA ...  
## $ Engine2.Position : Factor w/ 7 levels "1","2","3","4",..: 5 4 NA 1 1 1 NA NA 1 NA ...  
## $ Engine3.Position : Factor w/ 5 levels "1","3","4","5",..: NA NA NA NA NA NA NA NA NA NA ...  
## $ Engine4.Position : Factor w/ 4 levels "1","3","4","5": NA NA NA NA NA NA NA NA NA NA ...  
## $ Airport.ID : Factor w/ 2228 levels "00C","00M","00OI",..: 741 1044 2228 1220 1631 521 2228 1221 484 996 ...  
## $ Airport : Factor w/ 2226 levels "ABERDEEN REGIONAL AR",..: 479 2123 2066 1261 1070 812 2066 281 24 787 ...  
## $ State : Factor w/ 62 levels "AB","AK","AL",..: 8 10 NA 53 28 13 NA 7 40 24 ...  
## $ FAA.Region : Factor w/ 15 levels "AAL","ACE","AEA",..: 6 3 NA 7 2 7 NA 10 3 3 ...  
## $ Warning.Issued : Factor w/ 4 levels "n","N","y","Y": NA 2 2 NA NA 4 2 NA 2 NA ...  
## $ Flight.Phase : Factor w/ 12 levels "APPROACH","ARRIVAL",..: 8 1 6 1 1 1 6 11 1 NA ...  
## $ Visibility : Factor w/ 5 levels "DAWN","DAY","DUSK",..: 4 NA 2 4 4 2 4 2 4 NA ...  
## $ Precipitation : Factor w/ 8 levels "FOG","FOG, RAIN",..: NA 5 5 NA NA 5 5 NA 5 NA ...  
## $ Height : int 0 4000 200 500 350 4500 500 0 2200 NA ...  
## $ Speed : int NA 210 80 NA NA 210 100 160 210 NA ...  
## $ Distance : num 0 5 NA NA NA NA NA 0 7 0 ...  
## $ Species.ID : Factor w/ 719 levels "100000000000",..: 36 449 226 452 451 453 453 452 452 496 ...  
## $ Species.Name : Factor w/ 715 levels "ACADIAN FLYCATCHER",..: 64 620 307 623 622 624 624 623 623 41 ...  
## $ Species.Quantity : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ Flight.Impact : Factor w/ 6 levels "ABORTED TAKEOFF",..: NA 4 4 4 4 4 4 NA 5 NA ...  
## $ Fatalities : int NA NA NA NA NA NA NA NA NA NA ...  
## $ Injuries : int NA NA NA NA NA NA NA NA NA NA ...  
## $ Aircraft.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 2 1 1 1 1 1 ...  
## $ Radome.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Windshield.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 2 1 2 2 1 ...  
## $ Nose.Strike : Factor w/ 2 levels "0","1": 1 2 1 2 1 1 2 1 1 1 ...  
## $ Engine1.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine2.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine3.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine4.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Propeller.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Wing.or.Rotor.Strike: Factor w/ 2 levels "0","1": 1 1 2 1 1 1 1 1 1 1 ...  
## $ Fuselage.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Landing.Gear.Strike : Factor w/ 2 levels "0","1": 2 1 1 1 2 1 1 1 1 1 ...  
## $ Tail.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Lights.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 2 1 1 1 1 1 ...  
## $ Other.Strike : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine.Ingested : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...

str(StrikeDamage)

## 'data.frame': 43526 obs. of 14 variables:  
## $ Radome.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Windshield.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Nose.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine1.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine2.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine3.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Engine4.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Propeller.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Wing.or.Rotor.Damage: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Fuselage.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Landing.Gear.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Tail.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Lights.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 2 1 1 1 1 1 ...  
## $ Other.Damage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...

Since the main purpose of this project is to try and predict which attributes of a strike are more likely to result in damage, out models should disregard any fields that are likely the results of the damage, such as any injuries ore fatalities.

StrikeCond <- StrikeCond[,-33]  
StrikeCond <- StrikeCond[,-33]  
StrikeCond <- StrikeCond[,-33]  
  
# Species ID should also be removed, since we have the species name. The warning.issued column is also more likely a result of damage.  
StrikeCond <- StrikeCond[,-30]  
StrikeCond <- StrikeCond[,-23]  
  
# Year and day of incident will be removed, since these attributes will not yield any interesting insights. Month, however, will stay, since seasonal differences might make a difference.  
StrikeCond <- StrikeCond[,-1]  
StrikeCond <- StrikeCond[,-2]  
  
# Airport and operator ID are likely to result in the same problems as species ID  
StrikeCond <- StrikeCond[,-2]  
StrikeCond <- StrikeCond[,-16]

Descretizing the height variable will help improve the models. While deciding how to break up the data will be tricky, since there is a strong right-skew to the data.

summary(StrikeCond$Height)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 0.0 0.0 50.0 829.7 800.0 31300.0 17606

# However, we will need the height variable to be continuous for the clustering algorithm, so we should create a backup with the continuous data.  
Backup2 <- StrikeCond  
  
# Bins for descritization: 0-99; 100-999; 1000-5000; 5000-9999; >= 10000  
StrikeCond$Height <- cut(StrikeCond$Height, breaks = c(0, 100, 1000, 5000, 10000, Inf), labels = c("0-99", "100-999", "1000-4999", "5000-9999", ">=10000"))  
  
str(StrikeCond$Height)

## Factor w/ 5 levels "0-99","100-999",..: NA 3 2 2 2 3 2 NA 3 NA ...

# Looking at what the descritized height data looks like.  
ggplot(data = subset(StrikeCond, !is.na(Height)), aes(x = Height)) + geom\_bar() + ggtitle("Height of Strikes")
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## Decision Tree

The first model that will be evaluated will be the decision tree. Since there are over 174,000 observations in this dataset, we will use a holdout test.

trainRatio <- .60  
set.seed(20)   
sample <- sample.int(n = nrow(StrikeCond), size = floor(trainRatio\*nrow(StrikeCond)), replace = FALSE)  
train <- StrikeCond[sample, ]  
test <- StrikeCond[-sample, ]  
# train / test ratio  
length(sample)/nrow(StrikeCond)

## [1] 0.5999862

Creating the decision tree

set.seed(20)  
tree.cond <- rpart(Aircraft.Damage ~ ., data = train, method = "class", na.action = na.pass)  
summary(tree.cond)

## Call:  
## rpart(formula = Aircraft.Damage ~ ., data = train, na.action = na.pass,   
## method = "class")  
## n= 26115   
##   
## CP nsplit rel error xerror xstd  
## 1 0.08801903 0 1.0000000 1.0000000 0.01985532  
## 2 0.03070934 2 0.8239619 0.9204152 0.01912234  
## 3 0.02984429 4 0.7625433 0.9178201 0.01909775  
## 4 0.02032872 5 0.7326990 0.9117647 0.01904020  
## 5 0.01859862 7 0.6920415 0.9113322 0.01903608  
## 6 0.01297578 9 0.6548443 0.9173875 0.01909364  
## 7 0.01254325 10 0.6418685 0.9204152 0.01912234  
## 8 0.01038062 11 0.6293253 0.9052768 0.01897826  
## 9 0.01000000 12 0.6189446 0.9022491 0.01894926  
##   
## Variable importance  
## Species.Name Airport Aircraft Engine.Ingested Operator   
## 28 26 14 13 8   
## Lights.Strike Aircraft.Make Engine2.Strike Aircraft.Model Flight.Phase   
## 3 2 1 1 1   
## State Engine1.Strike   
## 1 1   
##   
## Node number 1: 26115 observations, complexity param=0.08801903  
## predicted class=0 expected loss=0.0885315 P(node) =1  
## class counts: 23803 2312  
## probabilities: 0.911 0.089   
## left son=2 (24604 obs) right son=3 (1511 obs)  
## Primary splits:  
## Species.Name, improve=581.1556, (15 missing)  
## Airport, improve=455.2340, (38 missing)  
## Engine.Ingested, improve=396.7990, (0 missing)  
## Aircraft, improve=379.6092, (0 missing)  
## Operator, improve=320.9689, (0 missing)  
## Surrogate splits:  
## Airport, agree=0.949, adj=0.116, (13 split)  
## Aircraft, agree=0.943, adj=0.023, (2 split)  
## Operator, agree=0.943, adj=0.012, (0 split)  
##   
## Node number 2: 24604 observations, complexity param=0.03070934  
## predicted class=0 expected loss=0.06238823 P(node) =0.9421405  
## class counts: 23069 1535  
## probabilities: 0.938 0.062   
## left son=4 (23351 obs) right son=5 (1253 obs)  
## Primary splits:  
## Engine.Ingested, improve=316.5289, (0 missing)  
## Airport, improve=169.7195, (37 missing)  
## Aircraft, improve=158.4617, (0 missing)  
## Species.Name, improve=130.3689, (15 missing)  
## Engine1.Strike, improve=118.8243, (0 missing)  
## Surrogate splits:  
## Engine2.Strike, agree=0.954, adj=0.101, (0 split)  
## Engine1.Strike, agree=0.952, adj=0.052, (0 split)  
## Operator, agree=0.950, adj=0.014, (0 split)  
## Aircraft, agree=0.949, adj=0.006, (0 split)  
## Engine3.Strike, agree=0.949, adj=0.002, (0 split)  
##   
## Node number 3: 1511 observations, complexity param=0.08801903  
## predicted class=1 expected loss=0.485771 P(node) =0.05785947  
## class counts: 734 777  
## probabilities: 0.486 0.514   
## left son=6 (984 obs) right son=7 (527 obs)  
## Primary splits:  
## Airport, improve=224.91990, (1 missing)  
## Aircraft, improve=155.06590, (0 missing)  
## Operator, improve=133.43350, (0 missing)  
## Aircraft.Make, improve= 77.71705, (130 missing)  
## Species.Name, improve= 64.03948, (0 missing)  
## Surrogate splits:  
## Aircraft, agree=0.803, adj=0.433, (1 split)  
## Operator, agree=0.781, adj=0.371, (0 split)  
## Species.Name, agree=0.729, adj=0.222, (0 split)  
## Aircraft.Make, agree=0.691, adj=0.112, (0 split)  
## Engine.Type, agree=0.670, adj=0.051, (0 split)  
##   
## Node number 4: 23351 observations, complexity param=0.02984429  
## predicted class=0 expected loss=0.04380969 P(node) =0.8941604  
## class counts: 22328 1023  
## probabilities: 0.956 0.044   
## left son=8 (23172 obs) right son=9 (179 obs)  
## Primary splits:  
## Airport, improve=151.91280, (34 missing)  
## Aircraft, improve=117.50410, (0 missing)  
## Lights.Strike splits as LR, improve= 94.32415, (0 missing)  
## Operator, improve= 89.98863, (0 missing)  
## Aircraft.Make, improve= 69.61337, (6282 missing)  
## Surrogate splits:  
## Aircraft, agree=0.993, adj=0.034, (34 split)  
## Operator, agree=0.993, adj=0.028, (0 split)  
##   
## Node number 5: 1253 observations, complexity param=0.03070934  
## predicted class=0 expected loss=0.4086193 P(node) =0.04798009  
## class counts: 741 512  
## probabilities: 0.591 0.409   
## left son=10 (1041 obs) right son=11 (212 obs)  
## Primary splits:  
## Aircraft, improve=92.74042, (0 missing)  
## Airport, improve=81.80180, (3 missing)  
## Flight.Phase splits as L-RRRR-LLLRL, improve=60.60486, (358 missing)  
## Species.Name, improve=60.28670, (0 missing)  
## Operator, improve=57.70194, (0 missing)  
## Surrogate splits:  
## Airport, agree=0.875, adj=0.259, (0 split)  
## Operator, agree=0.855, adj=0.142, (0 split)  
## Aircraft.Make, agree=0.847, adj=0.094, (0 split)  
## Species.Name, agree=0.837, adj=0.038, (0 split)  
##   
## Node number 6: 984 observations, complexity param=0.01859862  
## predicted class=0 expected loss=0.3150407 P(node) =0.03767949  
## class counts: 674 310  
## probabilities: 0.685 0.315   
## left son=12 (455 obs) right son=13 (529 obs)  
## Primary splits:  
## Aircraft, improve=59.55235, (0 missing)  
## Engine.Ingested, improve=52.88680, (0 missing)  
## Airport, improve=45.79612, (0 missing)  
## Operator, improve=39.85654, (0 missing)  
## Wing.or.Rotor.Strike, improve=35.39824, (0 missing)  
## Surrogate splits:  
## Operator, agree=0.740, adj=0.437, (0 split)  
## Aircraft.Model, agree=0.735, adj=0.426, (0 split)  
## Airport, agree=0.699, adj=0.349, (0 split)  
## Species.Name, agree=0.592, adj=0.119, (0 split)  
## Aircraft.Make, agree=0.590, adj=0.114, (0 split)  
##   
## Node number 7: 527 observations  
## predicted class=1 expected loss=0.113852 P(node) =0.02017997  
## class counts: 60 467  
## probabilities: 0.114 0.886   
##   
## Node number 8: 23172 observations, complexity param=0.01254325  
## predicted class=0 expected loss=0.03879682 P(node) =0.8873061  
## class counts: 22273 899  
## probabilities: 0.961 0.039   
## left son=16 (23061 obs) right son=17 (111 obs)  
## Primary splits:  
## Lights.Strike, improve=78.13361, (0 missing)  
## Aircraft, improve=76.93836, (0 missing)  
## Airport, improve=54.83514, (34 missing)  
## Species.Name, improve=54.61194, (15 missing)  
## Operator, improve=53.78643, (0 missing)  
## Surrogate splits:  
## Operator, agree=0.995, adj=0.009, (0 split)  
##   
## Node number 9: 179 observations, complexity param=0.01297578  
## predicted class=1 expected loss=0.3072626 P(node) =0.006854298  
## class counts: 55 124  
## probabilities: 0.307 0.693   
## left son=18 (62 obs) right son=19 (117 obs)  
## Primary splits:  
## Aircraft, improve=35.84380, (0 missing)  
## Airport, improve=19.74094, (0 missing)  
## Species.Name, improve=13.45413, (0 missing)  
## Operator, improve=12.63748, (0 missing)  
## Aircraft.Model, improve= 8.60517, (28 missing)  
## Surrogate splits:  
## Airport, agree=0.771, adj=0.339, (0 split)  
## Operator, agree=0.754, adj=0.290, (0 split)  
## Species.Name, agree=0.737, adj=0.242, (0 split)  
## Aircraft.Make, agree=0.721, adj=0.194, (0 split)  
## Aircraft.Model, agree=0.715, adj=0.177, (0 split)  
##   
## Node number 10: 1041 observations, complexity param=0.02032872  
## predicted class=0 expected loss=0.321806 P(node) =0.03986215  
## class counts: 706 335  
## probabilities: 0.678 0.322   
## left son=20 (679 obs) right son=21 (362 obs)  
## Primary splits:  
## Airport, improve=60.64090, (3 missing)  
## Flight.Phase, improve=43.82031, (328 missing)  
## Species.Name, improve=40.51767, (0 missing)  
## Aircraft, improve=37.59058, (0 missing)  
## Operator, improve=32.79549, (0 missing)  
## Surrogate splits:  
## Species.Name, agree=0.718, adj=0.188, (2 split)  
## Operator, agree=0.697, adj=0.127, (1 split)  
## Aircraft, agree=0.678, adj=0.075, (0 split)  
## Radome.Strike, agree=0.657, adj=0.014, (0 split)  
## Lights.Strike, agree=0.655, adj=0.008, (0 split)  
##   
## Node number 11: 212 observations  
## predicted class=1 expected loss=0.1650943 P(node) =0.00811794  
## class counts: 35 177  
## probabilities: 0.165 0.835   
##   
## Node number 12: 455 observations  
## predicted class=0 expected loss=0.1274725 P(node) =0.01742294  
## class counts: 397 58  
## probabilities: 0.873 0.127   
##   
## Node number 13: 529 observations, complexity param=0.01859862  
## predicted class=0 expected loss=0.4763705 P(node) =0.02025656  
## class counts: 277 252  
## probabilities: 0.524 0.476   
## left son=26 (207 obs) right son=27 (322 obs)  
## Primary splits:  
## Airport, improve=40.65460, (0 missing)  
## Wing.or.Rotor.Strike, improve=27.50171, (0 missing)  
## Engine.Ingested, improve=25.97021, (0 missing)  
## Operator, improve=22.54816, (0 missing)  
## Aircraft, improve=21.81091, (0 missing)  
## Surrogate splits:  
## State, agree=0.813, adj=0.522, (0 split)  
## Operator, agree=0.720, adj=0.285, (0 split)  
## FAA.Region, agree=0.665, adj=0.145, (0 split)  
## Aircraft, agree=0.650, adj=0.106, (0 split)  
## Species.Name, agree=0.622, adj=0.034, (0 split)  
##   
## Node number 16: 23061 observations  
## predicted class=0 expected loss=0.03594814 P(node) =0.8830557  
## class counts: 22232 829  
## probabilities: 0.964 0.036   
##   
## Node number 17: 111 observations, complexity param=0.01038062  
## predicted class=1 expected loss=0.3693694 P(node) =0.004250431  
## class counts: 41 70  
## probabilities: 0.369 0.631   
## left son=34 (24 obs) right son=35 (87 obs)  
## Primary splits:  
## Airport, improve=24.15729, (1 missing)  
## Aircraft, improve=18.34390, (0 missing)  
## Operator, improve=14.41441, (0 missing)  
## Species.Name, improve=10.70161, (0 missing)  
## State, improve=10.33910, (33 missing)  
## Surrogate splits:  
## Aircraft, agree=0.900, adj=0.542, (1 split)  
## Operator, agree=0.891, adj=0.500, (0 split)  
## Aircraft.Make, agree=0.836, adj=0.250, (0 split)  
## Species.Name, agree=0.827, adj=0.208, (0 split)  
## Radome.Strike, agree=0.800, adj=0.083, (0 split)  
##   
## Node number 18: 62 observations  
## predicted class=0 expected loss=0.2580645 P(node) =0.002374114  
## class counts: 46 16  
## probabilities: 0.742 0.258   
##   
## Node number 19: 117 observations  
## predicted class=1 expected loss=0.07692308 P(node) =0.004480184  
## class counts: 9 108  
## probabilities: 0.077 0.923   
##   
## Node number 20: 679 observations  
## predicted class=0 expected loss=0.197349 P(node) =0.02600038  
## class counts: 545 134  
## probabilities: 0.803 0.197   
##   
## Node number 21: 362 observations, complexity param=0.02032872  
## predicted class=1 expected loss=0.4447514 P(node) =0.01386177  
## class counts: 161 201  
## probabilities: 0.445 0.555   
## left son=42 (148 obs) right son=43 (214 obs)  
## Primary splits:  
## Flight.Phase, improve=30.13902, (17 missing)  
## Aircraft, improve=24.88751, (0 missing)  
## Species.Name, improve=23.56377, (0 missing)  
## Operator, improve=22.22146, (0 missing)  
## Airport, improve=15.06464, (1 missing)  
## Surrogate splits:  
## Airport, agree=0.704, adj=0.292, (16 split)  
## Aircraft, agree=0.684, adj=0.243, (1 split)  
## Species.Name, agree=0.678, adj=0.229, (0 split)  
## Operator, agree=0.667, adj=0.201, (0 split)  
## FAA.Region, agree=0.623, adj=0.097, (0 split)  
##   
## Node number 26: 207 observations  
## predicted class=0 expected loss=0.2318841 P(node) =0.007926479  
## class counts: 159 48  
## probabilities: 0.768 0.232   
##   
## Node number 27: 322 observations  
## predicted class=1 expected loss=0.3664596 P(node) =0.01233008  
## class counts: 118 204  
## probabilities: 0.366 0.634   
##   
## Node number 34: 24 observations  
## predicted class=0 expected loss=0 P(node) =0.0009190121  
## class counts: 24 0  
## probabilities: 1.000 0.000   
##   
## Node number 35: 87 observations  
## predicted class=1 expected loss=0.1954023 P(node) =0.003331419  
## class counts: 17 70  
## probabilities: 0.195 0.805   
##   
## Node number 42: 148 observations  
## predicted class=0 expected loss=0.3175676 P(node) =0.005667241  
## class counts: 101 47  
## probabilities: 0.682 0.318   
##   
## Node number 43: 214 observations  
## predicted class=1 expected loss=0.2803738 P(node) =0.008194524  
## class counts: 60 154  
## probabilities: 0.280 0.720

fancyRpartPlot(tree.cond)

## Warning: labs do not fit even at cex 0.15, there may be some overplotting
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tree.damage.pred <- data.frame(predict(tree.cond, test))  
  
# Since the prediction assigns probabilities that there was damage or not, the predicted value (0 or 1) needs to be assigned.  
K <- c(1:nrow(tree.damage.pred))  
P <- c()  
for (x in K){  
 if(tree.damage.pred[x,1] > 0.5){  
 P <- c(P, 0)}  
 else {  
 P <- c(P, 1)  
 }  
}  
  
tree.damage.pred$pred <- as.factor(P)  
  
# Confusion matrix  
(tree.damage.conf <- confusionMatrix(tree.damage.pred$pred, test$Aircraft.Damage))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 15590 952  
## 1 393 476  
##   
## Accuracy : 0.9227   
## 95% CI : (0.9187, 0.9267)  
## No Information Rate : 0.918   
## P-Value [Acc > NIR] : 0.01086   
##   
## Kappa : 0.3757   
##   
## Mcnemar's Test P-Value : < 2e-16   
##   
## Sensitivity : 0.9754   
## Specificity : 0.3333   
## Pos Pred Value : 0.9424   
## Neg Pred Value : 0.5478   
## Prevalence : 0.9180   
## Detection Rate : 0.8954   
## Detection Prevalence : 0.9501   
## Balanced Accuracy : 0.6544   
##   
## 'Positive' Class : 0   
##

Unfortunately, it looks like this model is struggling to detect when a strike is likely to result in damage (only 33% of damaging strikes were detected). The model might be too generic, and a more complicated model will likely need to be constructed.

# Naive Bayes

set.seed(20)  
nb.cond <- naiveBayes(Aircraft.Damage ~., data = train, laplace = 1, na.action = na.pass)  
summary(nb.cond)

## Length Class Mode   
## apriori 2 table numeric   
## tables 41 -none- list   
## levels 2 -none- character  
## isnumeric 41 -none- logical   
## call 4 -none- call

# Naive Bayes prediction

nb.damage.pred <- data.frame(predict(nb.cond, test))  
(nb.damage.conf <- confusionMatrix(nb.damage.pred$predict.nb.cond..test., test$Aircraft.Damage))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 14550 739  
## 1 1433 689  
##   
## Accuracy : 0.8753   
## 95% CI : (0.8703, 0.8801)  
## No Information Rate : 0.918   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3217   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.9103   
## Specificity : 0.4825   
## Pos Pred Value : 0.9517   
## Neg Pred Value : 0.3247   
## Prevalence : 0.9180   
## Detection Rate : 0.8357   
## Detection Prevalence : 0.8781   
## Balanced Accuracy : 0.6964   
##   
## 'Positive' Class : 0   
##

The naive Bayes model fared better at predicting damaging strikes, correctly identifying 50% of the damaging strikes.

# SVM, knn, and random forest

Unfortunately, since this dataset has so many NA’s, SVM, knn, and rf will be difficult to implement with the entire dataset. However, they may still be used by modeling the strike data alone, and determine whether certain parts of the plane that are struck are more likely to cause damage to the aircraft. Even with this, knn did not work with this dataset, so only svm and random forest were analyzed.

defaultW <- getOption("warn")   
options(warn = -1)   
  
# Preparing data  
#Ptrain <- train[,27:42]  
#Ptest <- test[,27:42]  
  
#set.seed(20)  
#SVM.cond <- train(Aircraft.Damage ~ ., data = Ptrain, method = "svmRadial", na.action = na.omit)  
#set.seed(20)  
#rf.cond <- train(Aircraft.Damage ~ ., data = Ptrain, method = "rf", na.action = na.omit)  
  
# WARNING: these models took a very long time to produce (around an hour). They have been commented out to save time knitting this document.  
options(warn = defaultW)

# Model predictions

#SVM.damage.pred <- data.frame(predict(SVM.cond, test))  
#rf.damage.pred <- data.frame(predict(rf.cond, test))  
  
#(SVM.damage.conf <- confusionMatrix(SVM.damage.pred$predict.SVM.cond..test., test$Aircraft.Damage))  
#(rf.damage.conf <- confusionMatrix(rf.damage.pred$predict.rf.cond..test., test$Aircraft.Damage))  
  
# See above warning.

Neither svm nor random forest performed well in terms of predicting damaging strikes, only predicting 11% and 9% of damaging strikes, respectively. These analyses might not be appropriate for this particular for this particular question.

## K-means clustering

Now to perform a clustering algorithm to see if damaging strikes fall into seperate clusters.

# Returning our height variable to continuous data  
sum(is.na(StrikeCond))

## [1] 344286

# Unfortunately, there are a lot of NA's in this dataset, which kmeans can't handle, and removing them from the dataset will likely make us lose too much data. However, using only the data of which part of the plane was struck, we can avoid this problem.  
PStrikeCond <- StrikeCond[,27:42]  
sum(is.na(PStrikeCond))

## [1] 0

# Run k-means  
set.seed(20)  
Clusters <- kmeans(PStrikeCond[,2:16], 8) # Don't want to include the attribute we are trying to predict in the algorithm.  
PStrikeCond$cluster <- as.factor(Clusters$cluster)   
ggplot(data = PStrikeCond, aes(x = Aircraft.Damage, fill = cluster)) + geom\_bar(stat = "count") + labs(title = "Damage")

![Chart, bar chart

Description automatically generated](data:image/png;base64,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) There does not seem to be any cluster that can accurately identify whether a strike will result in damage or not, and there does not seem to be any particular part of the aircraft that would be more likely to cause damage to the aircraft than any other.

## Strikes Resulting in Injury

The next task will be to try and predict which strikes are the most dangerous to those in the aircraft. The same methods as before will be utilized, but instead predicting which strikes result in injuries or deaths on the aircraft.

# Data preperation

length(which(StrikesFull$Injuries > 0 | StrikesFull$Fatalities > 0))/nrow(StrikesFull)

## [1] 0.001378486

# Since very few strikes result in injuries or death, it might be prudent to trim the data a bit by removing those strikes that did not result in any damage, since they are unlikely to result in any injuries.  
  
Damage <- which(StrikesFull$Aircraft.Damage == "1")  
StrikesD <- StrikesFull[Damage,]  
  
# Did this result in us losing any strikes resulting in injury or death?  
length(which(StrikesFull$Injuries > 0 | StrikesFull$Fatalities > 0))

## [1] 240

length(which(StrikesD$Injuries > 0 | StrikesD$Fatalities > 0))

## [1] 234

# Unfortunately, most of the strikes that resulted in injury or death were removed using this method; proving the initial assumption wrong.  
  
# Separating observations with injuries or fatalities from those that don't  
Injuries <- which(StrikesFull$Injuries > 0 | StrikesFull$Fatalities > 0)  
  
# Since the goal is to predict whether a strike will result in any physical harm, a new column needs to be created to act as the predictor variable that isn't numeric.  
  
# Replacing NA's with 0's; assuming that any NA's means that there were no injuries or deaths.  
StrikesFRows <- c(1:nrow(StrikesFull))  
  
Backup3 <- StrikesFull  
  
StrikesFull[["Injuries"]][is.na(StrikesFull[["Injuries"]])] <- 0  
StrikesFull[["Fatalities"]][is.na(StrikesFull[["Fatalities"]])] <- 0  
  
# Making a separate column identifying whether a strike resulted in injury or fatality  
  
IorD <- c()  
for (x in StrikesFRows){  
 if (StrikesFull[x,]$Injuries > 0 | StrikesFull[x,]$Fatalities > 0 ){  
 IorD <- c(IorD, "1")  
 }  
 else{  
 IorD <- c(IorD, "0")  
 }  
}  
  
StrikesFull$IorD <- IorD  
length(which(StrikesFull$IorD == "1"))

## [1] 240

StrikesFull$IorD <- as.factor(StrikesFull$IorD)

Since the data is heavily skewed towards flights not resulting in injury, the data should be sampled to improve the ratio.

# Separating strikes with injuries from those that don't.  
StrikesI <- StrikesFull[which(StrikesFull$IorD == "1"),]  
StrikesN <- StrikesFull[which(StrikesFull$IorD == "0"),]  
  
# Selecting 2160 of non-damaging strikes, so 10% of strikes are damaging.  
set.seed(20)  
NSample <- sample(nrow(StrikesN), 2160, replace = FALSE)  
StrikesN <- StrikesN[NSample,]  
  
# Rejoining the two data frames.  
StrikesIorD <- rbind(StrikesI, StrikesN)  
# Removing redundant columns  
StrikesIorD <- StrikesIorD[,-34]  
StrikesIorD <- StrikesIorD[,-34]  
  
# Removing redundant data  
StrikesIorD <- StrikesIorD[,-1]  
StrikesIorD <- StrikesIorD[,-2]  
StrikesIorD <- StrikesIorD[,-2]  
StrikesIorD <- StrikesIorD[,-16]  
StrikesIorD <- StrikesIorD[,-26]

## Injuring strikes models

# Setting up training and test data  
trainRatio <- .60  
set.seed(20)   
sample2 <- sample.int(n = nrow(StrikesIorD), size = floor(trainRatio\*nrow(StrikesIorD)), replace = FALSE)  
trainI <- StrikesIorD[sample2, ]  
testI <- StrikesIorD[-sample2, ]  
# train / test ratio  
length(sample2)/nrow(StrikesIorD)

## [1] 0.6

# Decision Tree  
set.seed(20)  
tree.inj <- rpart(IorD ~ ., data = trainI, method = "class", na.action = na.pass)  
summary(tree.inj)

## Call:  
## rpart(formula = IorD ~ ., data = trainI, na.action = na.pass,   
## method = "class")  
## n= 1440   
##   
## CP nsplit rel error xerror xstd  
## 1 0.76190476 0 1.0000000 1.0000000 0.07815546  
## 2 0.10204082 1 0.2380952 0.2380952 0.03975334  
## 3 0.01360544 2 0.1360544 0.2925170 0.04393735  
## 4 0.01000000 3 0.1224490 0.2993197 0.04442940  
##   
## Variable importance  
## Windshield.Damage Aircraft Species.Name Airport   
## 39 27 13 12   
## Operator Nose.Damage Fuselage.Damage   
## 4 4 1   
##   
## Node number 1: 1440 observations, complexity param=0.7619048  
## predicted class=0 expected loss=0.1020833 P(node) =1  
## class counts: 1293 147  
## probabilities: 0.898 0.102   
## left son=2 (1322 obs) right son=3 (118 obs)  
## Primary splits:  
## Windshield.Damage, improve=195.6892, (0 missing)  
## Aircraft, improve=151.1266, (0 missing)  
## Aircraft.Damage, improve=131.3415, (0 missing)  
## Flight.Impact, improve=113.5203, (584 missing)  
## Operator, improve=105.8679, (0 missing)  
## Surrogate splits:  
## Aircraft, agree=0.963, adj=0.542, (0 split)  
## Species.Name, agree=0.944, adj=0.322, (0 split)  
## Airport, agree=0.937, adj=0.229, (0 split)  
## Operator, agree=0.926, adj=0.102, (0 split)  
## Nose.Damage, agree=0.926, adj=0.093, (0 split)  
##   
## Node number 2: 1322 observations, complexity param=0.1020408  
## predicted class=0 expected loss=0.02420575 P(node) =0.9180556  
## class counts: 1290 32  
## probabilities: 0.976 0.024   
## left son=4 (1303 obs) right son=5 (19 obs)  
## Primary splits:  
## Aircraft, improve=29.21724, (0 missing)  
## Airport, improve=27.28530, (3 missing)  
## Flight.Impact, improve=20.55275, (572 missing)  
## Species.Name, improve=18.06580, (0 missing)  
## Fuselage.Damage, improve=17.06339, (0 missing)  
## Surrogate splits:  
## Airport, agree=0.992, adj=0.474, (0 split)  
## Species.Name, agree=0.987, adj=0.105, (0 split)  
##   
## Node number 3: 118 observations  
## predicted class=1 expected loss=0.02542373 P(node) =0.08194444  
## class counts: 3 115  
## probabilities: 0.025 0.975   
##   
## Node number 4: 1303 observations, complexity param=0.01360544  
## predicted class=0 expected loss=0.0115119 P(node) =0.9048611  
## class counts: 1288 15  
## probabilities: 0.988 0.012   
## left son=8 (1293 obs) right son=9 (10 obs)  
## Primary splits:  
## Fuselage.Damage, improve=6.979933, (0 missing)  
## Airport, improve=6.841400, (3 missing)  
## Species.Name, improve=6.467809, (0 missing)  
## Flight.Impact, improve=5.583641, (571 missing)  
## Propeller.Damage, improve=4.354896, (0 missing)  
## Surrogate splits:  
## Aircraft, agree=0.995, adj=0.3, (0 split)  
## Operator, agree=0.994, adj=0.2, (0 split)  
## Species.Name, agree=0.993, adj=0.1, (0 split)  
##   
## Node number 5: 19 observations  
## predicted class=1 expected loss=0.1052632 P(node) =0.01319444  
## class counts: 2 17  
## probabilities: 0.105 0.895   
##   
## Node number 8: 1293 observations  
## predicted class=0 expected loss=0.006960557 P(node) =0.8979167  
## class counts: 1284 9  
## probabilities: 0.993 0.007   
##   
## Node number 9: 10 observations  
## predicted class=1 expected loss=0.4 P(node) =0.006944444  
## class counts: 4 6  
## probabilities: 0.400 0.600

fancyRpartPlot(tree.inj)
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Description automatically generated with medium confidence](data:image/png;base64,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)

# Naive Bayes  
set.seed(20)  
nb.inj <- naiveBayes(IorD ~., data = trainI, laplace = 1, na.action = na.pass)  
summary(nb.cond)

## Length Class Mode   
## apriori 2 table numeric   
## tables 41 -none- list   
## levels 2 -none- character  
## isnumeric 41 -none- logical   
## call 4 -none- call

## Predictions  
# Decision Tree  
tree.injury.pred <- data.frame(predict(tree.inj, testI))  
  
K2 <- c(1:nrow(tree.injury.pred))  
P2 <- c()  
for (x in K2){  
 if(tree.injury.pred[x,1] > 0.5){  
 P2 <- c(P2, 0)}  
 else {  
 P2 <- c(P2, 1)  
 }  
}  
  
tree.injury.pred$pred <- as.factor(P2)  
  
# DT Confusion matrix  
(tree.injury.conf <- confusionMatrix(tree.injury.pred$pred, testI$IorD))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 852 10  
## 1 15 83  
##   
## Accuracy : 0.974   
## 95% CI : (0.9618, 0.9831)  
## No Information Rate : 0.9031   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.8547   
##   
## Mcnemar's Test P-Value : 0.4237   
##   
## Sensitivity : 0.9827   
## Specificity : 0.8925   
## Pos Pred Value : 0.9884   
## Neg Pred Value : 0.8469   
## Prevalence : 0.9031   
## Detection Rate : 0.8875   
## Detection Prevalence : 0.8979   
## Balanced Accuracy : 0.9376   
##   
## 'Positive' Class : 0   
##

# Naive Bayes  
nb.injury.pred <- data.frame(predict(nb.inj, testI))  
# NB Confusion Matrix  
(nb.injury.conf <- confusionMatrix(nb.injury.pred$predict.nb.inj..testI., testI$IorD))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 822 8  
## 1 45 85  
##   
## Accuracy : 0.9448   
## 95% CI : (0.9284, 0.9584)  
## No Information Rate : 0.9031   
## P-Value [Acc > NIR] : 1.807e-06   
##   
## Kappa : 0.7321   
##   
## Mcnemar's Test P-Value : 7.615e-07   
##   
## Sensitivity : 0.9481   
## Specificity : 0.9140   
## Pos Pred Value : 0.9904   
## Neg Pred Value : 0.6538   
## Prevalence : 0.9031   
## Detection Rate : 0.8562   
## Detection Prevalence : 0.8646   
## Balanced Accuracy : 0.9310   
##   
## 'Positive' Class : 0   
##